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ABSTRACT
This paper takes an evaluative look into OO methods and especially the evolution of the new Unified method from its ancestors, OMT and OODA. The paper tries to classify the components of the earlier methods and identify the parts that have been taken into the Unified method. The research applies the method metrics approach. For the sake of compactness we limit ourselves to the class diagram technique of all methods. We make observations about the number of concepts in each variation and show how the metrics can be used to analyse the changes in the techniques.

INTRODUCTION
Recent years have witnessed the appearance of new systems development paradigms and methods. Examples of these are object-oriented analysis and design methods (e.g., see Booch (1991), Rumbaugh, Blaha, Premerlani, Eddy and Lorensen (1991), Booch and Rumbaugh (1995) etc.). However, we feel that there is need for improvement in the analysis of these methods and in understanding their use and functionality. Although some attempts have been made to compare existing methods Champeaux (1991), Livari (1994), Olle, Sol and Verrijn-Stuart (1982) and numerous others, the studies lack rigour and a sound conceptual foundation, and are mostly based on ad hoc feature analysis techniques. Some recent attempts have proposed more systematic approaches, based on a common formal metamodeling language to describe methods (e.g., see Hong, Goor and Brinkkemper (1992), Song and Osterweil (1992). In this paper we investigate a few "generations" of OO methods and identify their differences and similarities. The aim of the study is to highlight the changes in the methods and discuss the features of the evolved methods. Especially we investigate the changes in the definitions of the core method concepts by analysing the metamodels of the methods.

We are interested in the properties of the methods and the representation of different methods within a common formalism. Through the modelling of methods we hope to gain more understanding about their nature. In general several metamodel based comparison strategies can be used. Here we distinguish three ways, namely comparing, combining and statistical measuring. First one, the comparison strategy, is most obvious way to utilise metamodel in which we use two or several metamodels and compare them directly to each other (i.e. two by two or all together). This allows us to find commonalities and obscurities in methods concept structures and seek for different connectivity approaches between modelling languages. Second, the combination approach applies several metamodels in order to build a method that include some (best) parts from each method. Combination can be done either by building up a super method (collecting all of aspects or elements defined) as in Hong, Goor and Brinkkemper (1992), selecting a minimum set of common aspects, or through a hybrid approach using both of the previous ways. Third, the measurement approach in Rossi and Brinkkemper (1995) collects knowledge from all the metamodels and tries to find for example regular or divergent structures. In this paper we apply the last approach by making some observations with metrics on metamodels.

We try to measure the complexity of learning and applying the methods. We restrict the complexity of techniques and methods to two aspects. On the one hand we try to measure the complexity of learning and understanding the technique, which is related to the number of different concepts and constructs (say, object types and relationship types) used in the technique. On the other hand it is desirable to get insight in the complexity of the internal structure of the models resulting from applying the technique. This complexity is dependent on the number of describing properties of the technique's objects and relationships.

This paper is organised as follows. In the next section we present the metamodeling method used to describe the knowledge of methods. In section 3 we present the resulting metamodels of the three selected methods. These metamodels capture both the static concept structure part of the method and the dynamic part of the method use process. In section 4 we compare these methods by obtained results of metrics. Finally, section 5 summarizes research outcomes and presents future directions for this kind of evaluation.
THE METHOD DESCRIPTION LANGUAGE

Techniques of interest here consist of traditional graphical formalisms. These techniques describe the object systems by objects and their relationships. In many cases the relationships and objects can have attributes or properties. The techniques usually describe only one aspect of an object system (such as data flows or state changes etc.). To be able to compare and analyse techniques, we describe their structure using one common language to define the metamodels of the methods. We use here the OPRR (Object, Property, Relationship, Role) methodmodelling language, as presented by Smolander (1990) to model the techniques and methods. The use of one methodmodelling language gives us a neutral basis to compare the properties of techniques, and it provides a common background for the formulation of metrics.

It is important to notice, however, that there are a few factors that can bias the results. First, the precision of the method description is dependent on the quality of the technique’s description in the textbook. Some authors present detailed formal descriptions of their techniques, and others define their techniques more vaguely. Secondly, the experience and personal preferences of the method modeller affect the model. For example, a given concept might be metamodelled either as a property or as a relationship. In this particular case all of the techniques have been modelled by one experienced method engineer, and we can thus expect that they have been modelled with a consistent style.

The acronym OPRR comes from the words Object, Property, Role, and Relationship which are the meta-types in OPRR. Welke (1988) defines the meta-types in the following way:

- **Object** is a “thing” which exists on its own. Examples of objects are process, flow, store, source, module, etc.
- **Properties** are the describing or qualifying characteristics associated with the other meta-types. Typical properties include name, description, definition, etc.
- **Relationship** is an association between two or more objects. For example, there may be a relationship between a source and a process meaning that the process uses the source.
- **Role** is the name given to the link between an object and its connection with a relationship. From the example above, the process would be the user and the source would be the origin of the data.

In MetaEdit’s CAME environment we have extended OPRR by defining explicit mappings from these concepts onto their representations. We have used the following notation: an object type is represented by a rectangle, a property type by an ellipse, a role type by a circle and a relationship type by a diamond. The name of each object, property, role or relationship type is written inside its symbol. An example of such a graphical OPRR model is in Figure 1.

TECHNIQUES COMPARED

All the methods use a number of individual techniques. As most of them apply quite similar state diagrams and the main techniques are the class diagrams, that describe the class structure of the system under development, we restrict ourselves to the CDs. In this chapter we describe the three techniques used for the comparison. For the sake of compactness we use only the first published version of OODA and OMT class diagrams and the Unified version 0.9. For each of the techniques we describe its objects and relationships and show its graphical OPRR model. The models can be found from Rossi and Tolvanen (1994), except for Unified CD, which was modelled for this project.

**Technique: Class diagram**

This is the (1991) version of quite popular Booch method for object-oriented systems development Booch (1991). It describes a system by its class structure with special emphasis to groupings of the classes.

**Technique’s concepts**

Class, Class category, Class utility

**Relationships of the technique**

Class category visibility, Inherits (compatible type), Inherits (new type), Instantiates (compatible type), Instantiates (new type), MetaClass, Undefined, Uses (for implementation), Uses (for interface)
Technique: OMT Class Diagram

The OMT Class Diagram describes the static structure of the objects in a system and their relationships Rumbaugh, Blaha, Premerlani, Eddy and Lorensen (1991).

Technique's concepts

Class, Disjoint divider, Divider, Object, Subclass group

Relationships of the technique

Aggregation 1 to 1, Aggregation 1 to M, Association (optional to 1), Association (optional to many), Association (optional to optional), Association 1 to 1, Association 1 to many, Association many to many, Generalisation, GeneralisationSpecialisation, Instantiation, Qualified association 1 to 1, Qualified association 1 to many, Qualified association many to many, Specialisation
Technique: Unified Class Diagram

The Unified method can be seen as a direct descendant of the two above mentioned methods and especially the Class Diagram technique seems to be an amalgamation of their concepts. The Unified Modeling Language, or UML, is claimed to be a third-generation object-oriented modeling language. At present UML is being pushed to the Object Management Group in the hope that it will become a standard modeling language for OO development. The model here is based on the preliminary 0.8 version of the technique Booch and Rumbaugh (1995).

Technique's concepts

Class, Object

Relationships of the technique

Aggregation, Association, Inheritance, Instantiation, Qualified association

Remarks about the techniques

There are noticeable similarities between the concepts of the techniques. OMT and Unified distinguish the OO notions of Class and instance (Object), but OODA uses Classes and their categories. OODA uses a different technique for modelling the instances. The relationships in the methods differ noticeably. We can argue, that the OODA relationship types come from the ADA programming language, whereas the OMT CD relationships come from semantic modelling camp. The Unified CD's have mainly adopted, but simplified, the OMT relationships. The properties of the concepts are mostly identical.
In this chapter we present the analysis of the techniques based on method metrics and concept classification. We then discuss shortly the findings. The metrics used here are described in greater detail in Rossi and Brinkkemper (1995). We use only a few of the metrics of the suite presented there to show how they can be applied when analysing the evolution of techniques.

Independent measures

1. \( n(O_T) \)

The count of object types per technique. This metric shows the number of individual object types used to specify object systems.

2. \( n(R_T) \)

The count of relationship types per technique. This is the number of concepts, which are used for describing connections between objects.

3. \( n(P_T) \)

The number of property types per technique. The reader should notice, that this metric measures the total number of property types in the whole technique, whereas the following metrics count properties of individual object types or relationship types.

Aggregate metrics

The independent metrics above described the individual characteristics of techniques. In this section we propose some aggregate metrics, that can be used to measure the overall complexity of the technique.

4. \( C(M_T,o) = \frac{P_i(M_T,o)}{\sum_{\{h_1,e,h_3\in\{p_1,\ldots,p_n\}\}} P_i(M_T,e)} \), where \( i = (1,0) \) and \( j = (0,1) \)

5. \( \overline{C}(M_T) = \frac{1}{n(O_T)} \sum_{\forall o} C(M_T,o) \)

The quotient (formula 4) shows the division of work in this technique, i.e. are things described by their internal properties, or by external connections. The quotient will get higher values if there are many
properties and a few relationship types with a few properties. Formula 5 gives the average for the whole technique.

6. \( C'(M_T) = \sqrt{n(O_T)^2 + n(R_T)^2 + n(P_T)^2} \)

The total conceptual complexity of a technique is the complexity vector in a three-dimensional coordinate system. The vector can be compared with other techniques. The idea of using the complexity vector is, that one can see the complexity of the technique by looking at how long the vector is and at the same time one can see the “style” of the technique by looking at in which direction the vector goes.

Comments on metrics

The values obtained from the different Class Diagrams are shown in Table 1. We can shortly notice, that all techniques use a relatively small number of object types, but interestingly the new Unified Class Diagram uses the smallest number of them. The same applies to relationships as well, however it is important to notice, that the huge number of relationships in OMT CD comes from the representational variations of the association cardinalities. The number of properties is, interestingly enough, such that the Unified falls between its two ancestors.

The Formula 5 shows, that there is a clear tendency to move from the relationship orientation to more property oriented style in Unified. We claim that this tendency comes from the difficulties to apply the relationships in practise.

<table>
<thead>
<tr>
<th>Technique</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>5</th>
<th>6</th>
</tr>
</thead>
<tbody>
<tr>
<td>OODA Class Diagram</td>
<td>3.00</td>
<td>9.00</td>
<td>10.00</td>
<td>.70</td>
<td>13.78</td>
</tr>
<tr>
<td>Class Diagram</td>
<td>5.00</td>
<td>15.00</td>
<td>14.00</td>
<td>.91</td>
<td>21.12</td>
</tr>
<tr>
<td>Unified Class Diagram</td>
<td>2.00</td>
<td>5.00</td>
<td>13.00</td>
<td>2.65</td>
<td>14.07</td>
</tr>
</tbody>
</table>

Table 1. Metric values obtained from the techniques

In the Figure below we present the boxplots of the first three formulas, which is a five number summary of smallest observed value that isn’t outlier, lower quartile, median, higher quartile and largest observed value that isn’t outlier. Notice that extreme values (values which are more than 1.5 times the difference between the lower and upper quartile outside of the quartiles) are plotted separately.

![Boxplots of Formulas 1, 2 and 3](image)

Figure 4. Boxplots of Formulas 1, 2 and 3
It is interesting to see, that OMT CD is an outlier in all of the formulas. OODA has values, that are near the maximum line, but not above it. Unified CDs use a "normal" number of relationships and roles, but a big number of properties.

The technique cube in Figure 5 is used to show the complexity vectors of the techniques. The Class Diagram technique is the most complex by this measure as it uses properties and relationships extensively, but it contains an average number of objects. Unified CD's differ in style from the others, as they have a small number of objects and relationships, but a lot of properties. To summarise our findings, we can say, that it is interesting to notice, that by a metrical analysis the techniques evolution doesn't seem to necessarily lead all the time to more complex techniques.

CONCLUSIONS

In this paper we have compared generations of separate techniques (OMT and OODA class diagrams) and their merger, Unified class diagram. Our goal was to show how the method metrics can be used to analyse different techniques. To obtain a thorough understanding, one needs to use these metrics together with other comparison aids such as Livari's classification hierarchies Livari and Kerola (1983) and tabular feature comparisons Hong, Goor and Brinkkemper (1992). The proposed metrics are relatively simple to understand and easily implemented in a tool. The comparison of the techniques showed, that the authors have merged their previous techniques in such a way, that the total complexity has actually gone down.

In the future we shall expand this research to contain all techniques of the methods and we shall also use qualitative analysis of the individual components to show how their definitions have evolved.
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